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Abstract: Team project work plays an important role in the curriculum of computer science 
engineering students. It allows students to synthesize the theoretical and practical 
knowledge and skills acquired during their previous studies. In the context of project work, 
student teams are often as-signed a software development task. During the project, teams 
often encounter various difficulties that can potentially jeopardize the successful 
completion of the project. A preliminary risk assessment can identify potential hazards in a 
systematic way, helping the team to prepare for and mitigate the associated risks. This 
article reports the successful application of Fuzzy Process Failure Mode and Effects 
Analysis (FPFMEA). The analysis started during the project preparation phase and 
continued throughout the project life cycle. The article provides valuable insights into how 
to improve risk management strategies for student-led software projects, helping create a 
more flexible and successful project development environment. The results demonstrate 
that this approach enables effective identification of project risks and mitigation of their 
impact. 

Keywords: fuzzy; FMEA; project; evaluation; team work 

1 Introduction 

The field of software engineering is a typical area where students can acquire up-
to-date and practical knowledge through field experience, i.e., by carrying out 
software projects. In practice, software is almost exclusively a result of teamwork, 
and therefore it is crucial to include team-based software projects in the curricula 
of the computer science engineering students. These projects give an exceptional 
opportunity for students to develop their skills and deepen their theoretical 
knowledge by trying it in practice as well [1]. 
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However, project work has many pitfalls. Software projects are usually complex, 
which results in several risks that could hinder the progress of the project or can 
even endanger the final success. For example, lack of the necessary technical and 
cooperation skills, different expertise level of the team members, communication 
difficulties, re-source limits resources occur frequently. 

The final success of the project greatly depends on efficient project management 
and understanding as well as prevention or at least alleviation of the risks 
endangering the project [2]. A carefully selected and implemented preliminary 
risk evaluation method can systematically identify, evaluate and rank in an early 
stage of the project life cycle those factors that endanger the project. Using a 
robust assessment technique could help the students to develop a tailored risk 
management strategy to effectively mitigate the risk levels and enhance their 
understanding of risk assessment. Students usually adopt an incremental and 
iterative development model [3], thus the used risk evaluation method should 
support periodic reviews and updates as well. 

Process Failure Mode and Effects Analysis (PFMEA) is a well-established and 
widely used technique aiming the identification and ranking of potential failures 
and risks associated to the steps of a process [4]. PFMEA focuses on failure 
modes, causes, their impact and effects as well as the possible mitigation solutions 
to improve the efficiency, reliability, and quality of the investigated process. 
Evaluating these factors in the case of a software project carried out by a student 
team is am inherently subjective process containing vagueness which partly can be 
traced back to the lack of experience in risk assessment [5]. 

In the almost 60-year history of fuzzy logic, it has been successfully applied to a 
wide range of problems, including among others economics [6], aircraft control 
[7], freight and supply chain management [8], etc. Fuzzy logic proved to be 
particularly useful when dealing with imprecise input, and human-like reasoning 
would be advantageous. Therefore, combining FMEA with a fuzzy approach 
enables the inclusion of subjective or incomplete evaluations [9], the evaluations 
given with linguistic terms [10], and the handling of inconsistencies [11], thus 
leading sometimes to more accurate results [12]. 

The paper presents the application of Fuzzy PFMEA as a systematic approach for 
identifying and ranking risks in software projects carried out by student teams 
under instructor supervision. The paper also provides a list of recommended 
actions to mitigate risks and increase the probability of successful project 
completion. 

The rest of this paper is organized as follows. Section 2 presents a review of 
related works. Section 3 describes the fuzzy FMEA methodology applied for risk 
evaluation of the investigated student project. Section 4 presents the results of the 
analysis and the conclusions are drawn in Section 5. 
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2 Related Works 

Ahtee and Poranen [13] studied risks in software projects carried out by students. 
They analyzed 76 final reports and identified four major risks faced by students: 
tools and skills, technological problems, scheduling problems, and working or 
studying simultaneously with the project. 

Koolmanojwong and Boehm [2] analyzed the risks faced by student teams, ex-
plored the relationship between effective risk analysis and project success, and 
discussed how risk patterns influence students' course of action. They collected 
data using Distributed Assessment of Risk Tool (DART), milestone reports, and 
surveys. 

Thota, Niu, Wang, and Purdy [3] investigated how undergraduate students who 
took part in agile software teams prioritized and alleviated risks. The top risks 
identified by the students were significantly different from the ones that originated 
from industry surveys. 

Kirk, Luxton-Reilly, and Tempero [14] investigated the use of project 
management reference models to identify the main areas of risk for student 
projects. The computer science education (CSE) literature on group projects was 
mapped to the PMBOK® Knowledge Areas (KAs), revealing a subset of relevant 
KAs. The key risks for student projects were categorized using these KAs. 

Khuankrue et al. [5] proposed a methodology for applying a fuzzy failure mode 
and effects analysis (FMEA) model to support project-based software engineering 
education. The presented methodology uses intelligent agents to construct 
membership functions for a fuzzy rule-based system. These agents learn from 
historical data and assist students in developing expertise in risk assessment. 

Erbay and Özkan [11] proposed the integration of fuzzy cognitive maps (FCMs) 
in-to the Fuzzy FMEA methodology to manage the risks of a software project. 
They aimed to create a technique that allows to take into consideration the 
relationships between the risks of a project under ambiguous circumstances. 

Ibraigheeth and Abdullah [15] reported the development of an expert risk evalua-
tion system based on empirical study and real data from software projects to 
identify factors that affect project success. They did not focus specifically on 
student projects, but rather on real-world projects to help decision-makers evaluate 
the expected risks and estimate risk probability based on critical success factors. 
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3 Fuzzy FMEA 

The Process Failure Mode and Effects Analysis (PFMEA) [16] [17] is a widely 
used method in quality and risk management that aims to conduct a detailed and 
flexible analysis of inherent risks and failure possibilities within a process.  
The goal is to reduce risks and costs while improving overall quality. The Fuzzy 
PFMEA (FPFMEA) extends the original method by replacing the multiplication-
based Risk Priority Number (RPN) calculation with a fuzzy inference-based RPN 
determination. The introduction of fuzzy logic in PFMEA execution allows for the 
consideration of subjective risks and uncertain-ties in the analysis, as perceived by 
the individuals conducting it. Typically, FMEA is carried out in teams, leveraging 
the expertise of team members. In almost all steps, field experience and 
knowledge are crucial requirements for achieving final success. When analyzing a 
software development process, specialists involved in architecture design, 
implementation, and testing should always be part of the team. 

The flow of FPFMEA is presented in Figure 1, with detailed steps described 
below. 

 
Figure 1 

Flow of FPFMEA 

Steps of the Process: The analysis begins by determining the steps of the process 
being investigated. This activity can be supported by creating a flowchart. 

Potential Failure Modes: For each step, one or more failure possibilities that could 
jeopardize the successful completion of the process are identified. Visual tools, 
such as fishbone (Ishikawa) diagrams, can provide crucial support for organizing 
ideas of team members. 
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Potential Effects: Each failure mode can influence the process or its outcome in 
different ways that have to be identified during this step of the analysis. In several 
cases, effects can be categorized as internal (e.g., performance loss, software 
downtime, data loss) and external (e.g., customer dissatisfaction, loss of 
reputation, legal consequences). 

Causes of Failure: Identifying the underlying reasons or mechanisms leading to a 
specific failure mode is one of the most critical steps of an FMEA. This 
identification allows the team to address root causes and implement effective 
corrective actions. This activity can also be supported by a fishbone diagram. 

Current Control/Preventive Actions: Documenting actions and measures that 
counteract the possibility of a given failure mode occurring in the current process 
form. 

Evaluation of Risks Associated with Identified Failure Modes: This activity 
includes evaluating severity (S), occurrence (O), and detection (D), each rated on 
a scale from 1 to 10. Severity indicates how serious the risk associated with the 
potential failure is. It is strongly related to the effects of the failure. Occurrence 
shows how often a given failure mode is expected to occur. Detection expresses 
how likely will the failure slip through the current control. The evaluation of the 
three aspects is usually supported by rating catalogs defined by standards, 
textbooks, or internal guides of the company. In the case of FPFMEA a fuzzy 
partition is defined for each of them (e.g. see Figure 3 and Table 1), which allows 
the team to think in overlapping categories expressed by fuzzy sets. In this case, 
the rating guides (e.g. Tables 2, 3, and 4) explain the meaning of these categories. 

The evaluations (S, O, and D) given by the team are fuzzified in their respective 
partition, followed by a Mamdani-type fuzzy inference. This inference is based on 
IF-THEN type fuzzy rules, where the antecedent parts are fuzzy sets from the 
Severity, Occurrence, and Detection partitions. The output fuzzy set is defuzzified 
using an arbi-trary defuzzification method, resulting in a value between 1 and 
1000. This value is called Risk Priority Number (RPN) and represents the risk 
associated with the given cause-failure mode-effect tuple. 

Recommended Preventive and Control Actions: All risks that have an RPN value 
high-er than a threshold are addressed by the team to find effective measures 
either to prevent their happening or to ensure that they will be recognized in time. 
All problems cannot be solved instantly therefore the team prioritizes and 
addresses problems in decreasing order of RPNs. For each recommended action, a 
responsible person and a deadline are defined. 

Re-evaluation and Continuous Analysis: After the implementation deadline, the 
team re-evaluates cause-failure mode-effect combinations, focusing on the actions 
taken and their effect on the RPN value. New actions are prescribed if necessary. 
The first round of analysis occurs during the planning phase of the process before 
its actual implementation. However, FMEA is a regular review following process 
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implementation, and in any round, new failure modes, causes, or effects may be 
identified (see dashed line in Figure 1). Continuous improvement and periodic 
reviews may be always necessary to ensure ongoing effectiveness. 

 
Figure 2 

Fuzzy inference based RPN determination 

4 Analysis in Practice 

Students majoring in computer engineering are required to solve a complex prob-
lem in the sixth semester of their studies in a so-called project task. It allows them 
to synthesize the knowledge acquired as a result of several courses as well as to 
deepen their practical skills by using a comprehensive approach to problem 
solving. In a project assignment, four or five students work together as a team 
under the supervision of an instructor. Their task usually includes research, 
planning, and execution steps. 

In the case of software projects, a preliminary risk assessment can significantly 
lower the probability of unsuccessful completion of the course and contribute to a 
higher quality final product. This section presents the results of a fuzzy FMEA-
based risk evaluation started right at the beginning of the project work and 
maintained throughout the project. The analysis was elaborated by the team 
members and the instructor together. The task was to develop a library containing 
the implementation of the optimization algorithms: Newton's method, Bees 
Algorithm, Harmony Search, and Bacterial Memetic Algorithm. The target 
platform was .NET framework, while the expected tools were C# language and 
Visual Studio. The library had to be implemented as a class library, which can 
then be easily used by any application requiring optimization. All the desired 
methods are used to do optimization over continuous variables using an iterative 
approach. 

As a preparatory step, we defined fuzzy partitions for all three aspects of the anal-
ysis (see Table 3 Figure 3) as well as for the RPN (see Figure 4 Table 5). To help 
the team carry out the analysis for each fuzzy set of the linguistic variables S, O, 
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and D we also defined a short explanation and an example for each of them (see 
Tables 2, 3, and 4). A fuzzy rule base was also defined to support the RPN 
determination. Three example rules are shown below, while the rest of the rule 
base is available on GitHub through the link given in the Supplementary Materials 
section. The fuzzy system uses Mamdani type inference. Several programming 
instructors and a group of students who successfully completed the project work 
course before took pat in the validation of the rule base and the fuzzy model. Their 
feedback was incorporated into the final version. 

Different defuzzification types were tried in course of the development of the 
fuzzy model. Eventually the centroid type provided the results that were 
conforming to our expectation and the demands of the people participating in the 
validation of the system. 

If (S  is  VL) and (O  is  VL) and (D  is  VL) then (RPN  is  VL) 

If (S  is  VH) and (O  is  VH) and (D  is  M) then (RPN  is  VH) 

If (S  is  VH) and (O  is  VH) and (D  is  VH) then (RPN  is  VH) 

 

Table 1 
Linguistic values and fuzzy membership function parameters for the three aspects of FMEA 

Linguistic values Severity (S) / Occurrence (O) / 
Detection (D) parameters 

Very low (VL)  (1.00, 1.00, 3.25) 
Low (L) (1.00, 3.25, 5.50) 
Medium (M) (3.25, 5.50, 7.75) 
High (H) (5.50, 7.75, 10.00) 
Very High (VH) (7.75, 10.00, 10.00) 

 

 
Figure 3 

Membership functions for the three aspects (S, O, D) of FMEA 
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Table 2 
Rating guide for Severity with example cases related to the failure “poor communication” 

Linguistic values Explanation and example 
Very low (VL)  A minor failure in the software process that does not impact the 

project timeline or meeting the deadline. For example, there is a 
slight misunderstanding about the preferred naming convention for 
variables or functions. 

Low (L) A failure that has less impact on the performance of the team. For 
example, team members have different interpretations of the 
algorithmic steps or parameter settings. 

Medium (M) Regular communication breakdowns leading to delays in task 
completion, occasional rework, and some impact on team morale. 
For example, a miscommunication that leads to significant 
deviations from the intended behavior or performance of the 
optimization algorithms. 

High (H) A failure that has a significant impact on the software project. It 
causes serious problems, but they can be solved. For example, 
team members misunderstand the security requirements or fail to 
address a crucial performance constraint. 

Very High (VH) Very serious failures that are critical for the software project. It has 
very severe consequences. For example, team members fail to 
communicate essential requirements, dependencies, or deadlines, 
resulting in a complete mismatch between expectations and 
deliverables. 

Table 3 
Rating guide for Occurence with example cases related to the failure “poor communication” 

Linguistic value Explanation and example 
Very low (VL)  The likelihood of the occurrence of the failure is very low. For 

example, all team members are at the same physical location and 
they have a history of effective communication and good 
collaboration. 

Low (L) Rare or temporary failures. For example, team members are in 
different time zones but have regular virtual meetings, and they 
use communication tools effectively. Occasional challenges are 
possible. 

Medium (M) The failure has a moderate chance to occur. For example, the team 
members are at different locations and they use asynchronous 
communication tools. 

High (H) There are significant factors or conditions that increase the chances 
of failure. For example, team members have different 
communication preferences and their schedule does not allow even 
virtual meetings. 

Very High (VH) There are strong indicators or conditions that make failure highly 
probable or imminent. For example, team members are at different 
locations and do not have any experience in working together or 
working in a team. 
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Table 4 
Rating guide for Detection with example cases related to the failure “poor communication” 

Linguistic values Explanation and example 
Very low (VL)  Very easily recognizable failure or risk. It is sure that it will be 

detected by the current control measures. For example, the team 
is well coordinated and automated task management and 
communication tracking tools are used. 

Low (L) The detection of the failure is highly likely by the current 
monitoring measures. For example, updates are consistently 
communicated and the team uses a centralized communication 
system. 

Medium (M) The detection of the failure is moderately likely using the current 
detection methods. For example, there are regular team meetings 
but no logs are kept. 

High (H) The failure is hard to detect, it can easily escape the current 
control measures. For example, inconsistent reporting methods 
are used across teams or the project documentation is not 
consistently updated. 

Very High (VH) It is almost impossible to detect immediately the failure. For 
example, team members work in different time zones, and there 
is no established protocol for asynchronous communication. 
Thus, misunderstandings in project requirements might stay 
unnoticed for a long time. 

Table5 
Linguistic values and fuzzy membership function parameters for the risk priority evaluation 

Linguistic values Risk Priority (RPN) set parameters 
Very Low (VL)  (1.00, 1.00, 167.50) 
Low (L) (1.00, 167.50, 334.00) 
Medium Low(ML) (167.50, 334.00, 500.50) 
Medium (M) (334.00, 500.50, 667.00) 
Medium High (MH) (500.50, 667.00, 833.5,) 
High (H) (667.00, 833.50, 1000.00) 
Very High (VH) (833.50, 1000.00, 1000.00) 

Thus, the student team guided by an instructor could start their work with plan-
ning the steps of the development process (Figure 5). It starts with the designing 
of the Application Programming Interface (API) of the library followed by the 
development of implementation of each algorithm. After choosing the current 
algorithm the team has to study the theoretical description, do the implementation, 
and test it. The latter two steps could involve some repetitions if the results of the 
tests revealed the necessity of a modification in the implementation. Next, the 
module has to be integrated in the library followed by integration tests that could 
also result in some modification in the implementation. Having the integration 
process successfully finished the team can choose the next optimization method to 
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be implemented. The above presented steps can include one or more substeps as 
well (Table 6). 

 
Figure 4 

Membership functions for the risk priority evaluation 

 
Figure 5 

Flow of the optimization library development 

In the case of each substep of the above presented flow the team carefully investi-
gated all the possible failure modes that could threat the successful completion of 
the project. After evaluating the S, O, and D aspects the failure-effect-cause tuples 
were ordered in decreasing order of their RPN values followed by the definition of 
counter measures aiming the mitigation of their risk. The RPN values of the 
discovered risks in decreasing order are presented in the bar chart in Figure 6. 
Under each bar the number indicates to which failure-effect-cause tuple it belongs. 
The first ten rows of the FMEA table containing the first ten most critical risks are 
presented in Table 7. The rest of the analysis is available on GitHub through the 
link given in the Supplementary Materials section. 

Table 6 
Substeps of the development process 

Main step Substep 
Communication Communication 
Teamwork Teamwork 
Design API Study existing data structures 
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 Create API 
Study algorithm description Study algorithm description 
Implement algorithm Search for existing implementation 
 Data structure design 
 Adapt an existing sample solution 
 Implement algorithm 
 Chose default values for hyperparamters 
 Performance optimization 
 Documentation 
Unit test Unit test 
Integrate into library Compatibility check 
 Integration with the visual interface 
Integration test Integration test 

After carrying out the recommended actions each failure-effect-cause tuple was 
re-evaluated and a significant decrease of the RPN values could be noticed.  
The results obtained in the case of the ten most significant risks are presented in 
Table 8. The rest of the results of the re-evaluation is available on GitHub through 
the link given in the Supplementary Materials section. The bar chart of the whole 
list of re-evaluated RPN values are shown in Figure 6. 

 
Figure 6 

The RPN values of the risks in decreasing order 
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Table 7 
The ten most critical risks, their evaluation, and the recommended actions 

No Substep Potential failure mode Potential effect of 
failure

Potential cause of 
failure

Control, 
preventio

S O D RPN Recommended action

19 Unit test The test plan does not 
give full code coverage

Implementation not tested 
properly

Missing test cases - 8 7 7 773.00 Usage of automatic code 
coverage evaluation tools.

14 Chose default values for 
hyperparamters

Sub-optimal values Reduced efficiency of the 
algorithm

Lack of attention or lack of 
knowledge

- 8 3 8 666.93 Hyper-paramter review 
during team meetings

1 Communication Poor communication Team members 
misunderstand the 
security requirements

Insufficient security 
related knowledge

- 8 3 7 577.6 Dedicate meeting for 
discussing security 
requirements

6 Study algorithm 
description

Incorrect interpretation Incorrect implementation Lack of basic
theoretical knowledge

- 5 4 8 561.06 Discussion of the algorithm 
during team meatings

17 Documentation Poor documentation Increased likelihood of 
introducing errors during 
updates

Incomplete or unclear 
comments in the code

- 4 6 6 546.73 Regular code review

11 Implement algorithm Lack of error/exception 
handling

Unhandled exceptions 
leading to program 
crashes or unexpected 
behavior

Overlooking potential 
failure points

- 7 3 6 520.68 Emphasize on team meetings 
the importance of error 
handling mechanisms

8 Search for existing
implementation

The sample solution is 
not correct

Incorrect implementation The developer of the 
sample solution made a 
wrong implementation

Unit test 9 2 5 500.50 Code review and test on 
sample data

21 Integration with the visual 
interface

Integration not possible The visual interface of the 
library lacks the 
implementation of the 
algorithm

Inadequate background 
knowledge

- 9 5 2 500.50 Consultation, request for help

18 Documentation Poor documentation Increased likelihood of 
introducing errors during 
updates

Neglecting documentation 
during development

- 4 5 5 454.27 Maintain up-to-date 
documentation.
Conduct code reviews to 
ensure clarity

2 Teamwork Ineffective collaboration Duplication of efforts Poorly defined 
responsibilities

- 5 3 5 425.34 Define roles and 
responsibilities. Conduct 
regular team meetings and 
code reviews.

Current status

 

 
Figure 7 

The RPN values of the risks after the re-evaluation 

Table 8 
Re-evaluation of the most critical risks after taking actions 

 
 

Action results 
No Potential failure mode Action taken S O D RPN 
19 The test plan does not 

give full code coverage 
Usage of automatic code 
coverage evaluation tools. 

4 2 1 140.03 

14 Sub-optimal values Hyper-paramter review 7 1 1 167.57 
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Action results 
No Potential failure mode Action taken S O D RPN 

during team meetings 
1 Poor communication Dedicated meeting for 

discussing security 
requirements 

8 1 2 243.31 

6 Incorrect interpretation Algorithm discussed 5 1 2 161.62 
17 Poor documentation Regular code review 4 3 1 165.8 
11 Lack of error/exception 

handling 
Emphasize on team meetings 
the importance of error 
handling mechanisms. Create 
unit tests for stress testing. 

7 2 2 323.14 

8 The sample solution is 
not correct 

Code review and test on 
sample data 

3 2 1 140.03 

21 Integration not possible Consultation, request for help 5 2 2 237.52 
18 Poor documentation Maintain up-to-date 

documentation. 
Conduct code reviews to 
ensure clarity 

4 2 1 140.03 

2 Ineffective 
collaboration 

Define roles and 
responsibilities. Conduct 
regular team meetings and 
code reviews. 

5 1 1 162.48 

Conclusions 

The preliminary risk assessment presented in this paper yielded positive results. 
The team identified important risk factors and defined countermeasures that 
mitigated the risks associated with the cause-failure-effect tuples. For instance, the 
use of automatic code coverage evaluation tools reduced the RPN value by 82% in 
cases where the unit tests failed to provide full code coverage. In addition, 
introducing hyper-parameter reviews during team meetings helped avoid sub-
optimal values and reduced the related RPN value by 75%. The team also made 
significant efforts to improve inter-team communication and included regular code 
reviews, which helped alleviate multiple problems and ensure correct 
implementation of optimization algorithms. 

Although there are still some topics where the RPN reduction could be considered 
moderate, including the analysis as the first step of the project work led to clear 
improvements in the approach and attitude of students towards software 
development and teamwork. It also helped them to synthesize and apply their 
theoretical and practical knowledge and experiences acquired during previous 
courses and individual projects. 

After the successful execution of the FPFMEA for a student team work software 
project one year later in the case of half of the student teams similar analyses were 
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carried out. At the end of the semester these teams managed to get in average 
about 19% higher evaluation (points) for their projects. 

Further research will focus on improvement of the fuzzy model by considering al-
ternative inference and model building techniques like the ones presented in [18], 
[19], [20], and [21]. 

Supplementary Materials 

The definition of the fuzzy system using Matlab's Fuzzy Logic Toolbox's FIS 
format as well as the Excel file containing the FMEA table and the charts with the 
RPN values can be downloaded at:  
https://github.com/jzscsaba/FFMEARiskEvalStudSwtProj 
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