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Abstract: This article highlights the impact of game creation on an introductory 
programming course (CS0, CS1) combined with problem-based learning. It introduces and 
defines the Game-Creative Learning (GCL) approach, which gradually transforms 
traditional 'learning from scratch' methods into an innovative framework where students 
develop their own computer games while learning a new programming language. Over 15 
years, this approach has engaged over 10,000 students – novice programmers, addressing 
educational challenges and leading to higher course quality, increased motivation, and 
better student engagement. Beginning with simple tasks like playing with Karel the Robot, 
students' progress to creating their robots and ultimately developing 2D games. 
Throughout the course, scores and levels of engagement are assessed and tracked in a 
competitive environment. This approach aligns with Bloom's taxonomy by guiding students 
progressively through its cognitive levels. 
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1 Introduction 

Gamification is not a new concept. As early as the 17th Century, J. A. Comenius 
called for educational innovations, including the introduction of games into 
education [1]. In the last two decades, with the advent of new technologies, the 
popularity and importance of computer games significantly increased, which also 
affected students [2]. Today's students are not the breed their educators used to be. 
M. Prensky in his well-known publication [3] states that today's students are 
digital natives while their teachers are digital immigrants. His study is a powerful 
message to teachers, a call to integrate modern information technology into 
academic courses as their natural component. 
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We know the industry demands skilled programmers. However, today's students 
differ from those for whom standard programming courses were originally 
designed. These courses typically begin with 'Hello world!' programs, move 
through basic I/O formatting and simple mathematical operations, and culminate 
in challenging programming concepts. Such an approach is often unattractive to 
modern students. Even if the educational process uses computers, the practical 
outputs of the course usually consist only of a simple screen with a few numbers. 
Students consider the idea behind these numbers to be uninteresting and the 
practical application of these to be unrealistic. 

This paper describes the innovations applied to an introductory programming 
course (CS1 or CS0) implemented gradually over 15 years. This process has 
impacted over 10,000 novice programmers over the course of 15 years. As stated 
in [4], there is no need for innovation if the process is working well, so our work 
relies on the successful implementation of game-based solutions of multiple 
studies like [5] or [6]. Reflecting [7], we designed an educational system fitting 
the needs, goals, and interests of students wanting to learn programming. 

We named this approach Game-Creative Learning (GCL) as it is a subset of 
problem-based learning (PBL), influenced by elements of gamification and game-
based learning (GBL) [8]. PBL has been popular mainly in the last two decades 
[9]. Originally, PBL was popularized by [10], following their research concerning 
students' reasoning abilities. The approach arose from the desire to give students 
an opportunity to apply practical and theoretical knowledge to problems within 
their trade, replicating features of real-life application contexts. This means a clear 
move away from the previous approach. To date, PBL is considered a relatively 
stable learning approach, delineated by specific ways of implementation [11]. 
Since then, many studies have been published – most report primary concerns 
linked to PBL, for instance the prescriptive model by [12], proving that the 
presence of the task model results in spending much more time on discussing the 
problem situation and on planning and selecting the activities to be performed. 

Recently, gamification has risen due to many influential studies, including [13] or 
[14]. One of its goals is to create close ties between the users and the environment 
to increase its popularity [15]. In education, the environment is a set of tools to 
increase student engagement, i.e., one of our primary motivations. An example of 
this is the use of an educational MMORPG called CMX, which has demonstrated 
improvements in students' learning and motivation in programming [16]. 

The following study is dedicated to programming teachers intending to transform 
their practices interactively to raise skilled programmers. The hypothesis: If we 
use GBL and PBL to innovate our educational approach used in academic 
courses while preserving their original content and aims, we will increase the 
knowledge and engagement of our students. In line with [7], we build an effective 
learning environment to train good programmers and achieve everyday 
engagement. 
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2 Game-Creative Learning 

We coined the term Game-Creative Learning to denote learning by creating a 
custom computer game in three stages – see Fig. 1. In the first stage, students play 
a game to learn elementary programming concepts and become familiar with the 
domain. This approach was inspired by the GBL approach [8], except that this 
game serves as a model for the games the students would create later (third stage). 

The second stage includes recreating the game the students previously played, 
following the lecturer's instructions or a guide. This involves a gradual handover 
of the knowledge of the programming language required to master the specific 
problem. Following this approach, students remain motivated and don't get 
overburdened by the complexity of the programming language and the problem 
itself. It also allows us to dig deeper into specific language concepts. This 
approach was inspired by PBL [9]. 

The third stage represents a slight transition to developing a new, more complex 
game and specific language concepts. The aim is to address a nontrivial problem 
using an industrial programming language. The intention is to reuse what students 
already know but in different problem sets and to introduce new and more 
complex issues. In this stage, students also have enough space to be creative and 
to recognize the associations with specific parts of the second stage. 

Figure 1 
Game-Creative Learning: General idea vs application in CS0/CS1 

An essential element of this approach is the learning environment. It includes 
practical guidelines for the second stage and advice on tasks for the third stage. 
We developed e-learning materials as part of this environment, clearly outlining 
learning outcomes and practical objectives [17]. Additionally, we provided 
detailed problem descriptions and instructions for solving them. We also included 
additional tasks and resources. 

Given the complexity of our learning environment, the GCL approach is further 
supported by version control and automated assessment tools. However, 
evaluating the correctness of the entire solution, including the quality of the code, 
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requires a robust mechanism. In our experiment, we assess student assignments 
through an automated tool and checks by tutors, depending on the problem's 
complexity. Despite the significant number of studies on automated code 
assessment, our approach is the closest to [19]. 

Throughout the term, we track the score of the students, which encourages 
students to be active and competitive. As a result, the particular game assignments 
often end in multiple attractive custom solutions complemented by graphics or 
additional game features. 

3 Course Innovation: Experiment 

Our introductory programming course (CS1 or CS0) is run during the second term 
of our undergraduate program. This mandatory course is based on a sophisticated 
learning environment focused on procedural programming. Every year, it is 
attended by hundreds of students (having mostly no prior programming 
experience)1: 2009-946, 2010-1124, 2011-789, 2012-802, 2013-497, 2014-503, 
2015-670, 2016-603, 2017-636, 2018-606, 2019-688, 2020-757, 2021-706, 2022-
693, 2023-565, 2024-777. The course curriculum does not differ substantially 
from the curricula of standard academic courses, though specific topics have been 
reorganized and adjusted to the innovations. 

When planning the innovations, the first task was to select a suitable programming 
language. Based on surveys [20] and [21], we had to choose either an educational 
language as Karel the Robot [22], or an industrial one as C. Educational languages 
are simpler to understand and to learn algorithmic thinking, but usually, 
impracticable. On the other hand, industrial languages can motivate students, 
though starting with them means beginning with a steep learning curve. 

In our experiment, we decided to get the best of both worlds – to use the 
educational pseudo-language Karel the Robot as a C library. Based on [23], we 
did not use the language in an isolated fashion. Considering the entire curriculum, 
we allowed the students to follow the C syntax rules from the very beginning, 
even though they worked in the environment of the robot [24]. 

A further step was task selection. For beginners, we preferred to use a sole but 
more complex task instead of multiple but simpler tasks. According to [20], we 
used micro-worlds as a physical metaphor for various algorithmic problems since 
it is easier to understand the robot's movements within the world's limits than to 
understand cycles using vectors or Fibonacci sequences. 

 
1 The fluctuation in student headcount is influenced by demographic changes and other 

factors that are not directly related to the educational content or delivery. 
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In the 15 years, we have gradually applied the innovations in smaller steps. 
Initially, we divided the course into two stages: Playing with and then creating 
Karel the Robot. Later, we added a third stage focused on creating another game. 
Additionally, we enhanced the learning environment by developing tutorials, 
implementing a version control system, and automated assignment assessment. 

As a result, the course consisted of three stages, each using different features of 
PBL, GBL, and gamification, according to the proposed GCL approach: 

1) Using Karel the Robot – algorithms served as games. 
2) Implementing students' robot – custom (game) library. 
3) Implementing Sokoban – advanced programming of 2D game. 

3.1 Stage I: Playing the Robot 

Based on the idea of associating industrial requirements with education, we 
implemented the robot as a C library in the first stage. This allowed us to adjust 
the programming language to the specified requirements, i.e., suppress any 
unwanted language features and replace them with custom macros, procedures, 
and types. So, students could focus on introductory programming elements, 
namely brackets, semicolons, or function calls. 

Figure 2 
Environment of Karel the Robot: Example of initial and final situation 

Karel the Robot inhabits a 2D game environment consisting of avenues and streets 
blocked by walls and corners containing objects called beepers – see Fig. 2.  
The world is inhabited only by a single robot that can move only forward, turn 90 
degrees to the left, pick up a beeper from its current position (if there is any), or 
place a beeper at its current position (if it has any). The robot carries the beepers 
in its bag and can detect whether it is empty. The robot can also determine the 
direction it stands in (one of the four cardinal directions) and whether there is a 
beeper at the current corner (robot's current position). 

Students create simple programs for the robot, through which they solve problems 
in a 2D environment. Since they use the library, playing with the robot is subject 
to C syntax. Playing the game, students learn elementary language statements and 
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the basics of flow control and cycles. All programs include the karel.h header file 
and are compiled as C programs. Robot commands are represented by calls to 
library functions like void turn_on("world.kw"), void step(), void 
pick_beeper(), int facing_east(), or int beepers_in_bag(). 

Students can create new commands using custom functions in C. However, they 
do not use data (variables) – this allows for hiding specific topics, namely types or 
I/O formatting. We introduce them in the second stage. Instead, the library 
provides the loop(number) function. 

Three works inspired the design of Karel and the command names, originally 
implemented in Pascal [25], Java [26], and a pseudo-language [21]. Fig. 2 shows 
an example of the environment. In the example, the task is to find a beeper by 
navigating through a maze. The situation on the left represents the initial state, 
while the situation on the right represents the final state. Naturally, the solution 
should be adaptable to other similar world maps. Fig. 3 shows such a solution, 
comparing the same program written in C, a Pascal library, and Karel's original 
pseudo-language. 

Figure 3 
Comparison of a program in C, Pascal, and pseudo-language of Karel the Robot 

In the first stage of the course, we achieve two goals: 

• Students learn elementary programming concepts and train their 
algorithmic thinking. 

• Moreover, they work with attractive game outputs from the beginning. 
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3.2 Stage II: Creating the Robot 

The second stage of the course benefits from the first one, in which the students 
use the library as a black box. In this stage, the domain is already known, and the 
problem is already understood. So, the goal is to create a custom robot library 
(approx. 500 LoC), following the detailed instructions. The students' job is to 
implement every robot command, in which they deal with I/O formatting, 
variables, arrays, structures, and pointers. This way, the students transition from 
playing games to creating them. 

In the second stage of the course, we achieve two goals: 

• Students deepen their understanding of key programming concepts. 
• They enhance problem-solving skills through the development of a 

functional robot library. 

To address advanced problems, namely working with dynamic data structures or 
memory allocation, and to support independent work, we added a Sokoban game 
add-on, described in the following section. 

3.3 Stage III: Creating a Game 

In the last stage, students create their own 2D computer game (approx. 650 LoC). 
Sokoban is a simple logic game representing the third GCL stage. It covers 
advanced topics, dynamic memory management and pointers, practically reflected 
in the individual game levels. Although students have guidelines to support them, 
detailed steps are not provided at this stage. Students can rely only on the practical 
hints provided. 

Technically, Sokoban is similar to Karel, they both use a 2D world, but it is a real 
game. Since we consider students gaming natives, we believe this supports their 
motivation. To manage display controls, we decided to incorporate the Curses 
programming library [27]. Fig. 4 depicts one game level. 

DELIVER                         DELIVER 
6/6                             0/6 
    #####                           ##### 
    #   #                           #   # 
    #$  #                           #   # 
  ###  $###                       ###   ### 
  #  $  $ #                       #       # 
### # ### #     ######          ### # ### #     ###### 
#   # ### #######  ..#          #   # ### #######  **# 
# $  $             ..#          #                 @**# 
##### #### #@####  ..#          ##### #### # ####  **# 
    #      ###  ######              #      ###  ###### 
    ########                        ######## 

Figure 4 
Sokoban game level: Example of initial and final situation 
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The symbols have the following meaning: 

• # A wall through which the player cannot pass, 
• $ A box that player can push, 
• @ The player, 
• . The target position of the box, 
• * A box placed on a target position, 
• SPACE The floor on which the player can move, 
• DELIVER Boxes yet to be shifted to target positions. 

In addition to learning the advanced aspects of procedural programming, the third 
stage provides sufficient space for student creativity, usually manifested as new 
game elements or visual graphics. Fig. 5 depicts one of these solutions. In addition 
to these items, tracking the score of students supports competition. 

 
Figure 5 

A graphical representation of Sokoban 

In the third stage of the course, we achieve three goals: 

• Students apply advanced programming techniques to create a 2D game. 
• They exercise creativity by experimenting with game and visual designs. 
• They gain confidence by independently developing software projects. 

3.4 Assessment 

During the 15 years, we developed tools for automated assessment of student 
assignments. The assessment is combined with the lecturer's checks to evaluate 
the quality of students' code [18, 19]. Today, the course incorporates four 
assignments, each linked to a particular course stage, while the implementation of 
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Sokoban is split into two assignments: The implementation of the Sokoban 
environment and the development of the individual game levels. 

Students push their code in a versioning system. The automated assessment tool 
connects to Git [28], and generates regular feedback. With this, students have a 
chance to fix potential errors and improve their overall score before reaching the 
deadline. It enhances student engagement throughout the term, which is one of our 
main goals. Another goal is the early detection of potential shortcomings. Our 
intention is not to assess a black box at the end of the term but to identify the 
specific problems as early as possible [4]. 

4 Measurement and Evaluation 

We use three metrics to evaluate our experiment: student activity/engagement, 
knowledge retention, and student opinion. Analyzing the results of the 15 years, 
we see that the GCL approach is a success. 

4.1 Student Activity & Engagement 

The first metric focuses on identifying student engagement, one of the GCL goals. 
In particular, it tracked the course web sessions, the committed code (Git), and 
problem discussion entries. 

One-term results are in Fig. 6. The upper and lower charts show student activity 
throughout the term. In both graphs, several peaks indicate typical student 
behavior: The work intensity increases with the approaching deadline. Initial 
exposure to new tools like Git caused peaks in activity during Assignment 1. 
Ideally, there should be no peaks near the deadlines, as students are expected to 
commit their assignments well in advance. However, on a weekly scale, the 
differences in the curves are negligible. 

4.2 Knowledge Retention 

The second metric incorporates student score comparison. The chart shown in Fig. 
7 captures the score rate density in the period ranging from 2009 to 2024. We aim 
to determine to what extent our knowledge-increase expectations have been met. 

The results revealed that a significant number of students achieved borderline 
scores. However, comparing the particular box plots, a higher score is evident 
every second year. Therefore, we state that GCL leads to an improvement in the 
knowledge acquisition process. 
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Figure 6 
Student engagement data 

Figure 7 
Student score over a 15-year period 

A detailed examination of the score rates revealed some shortcomings of the last 
stage. These included the fact that most discussion entries appeared on the pages 
related to the Sokoban assignments (the game and the levels) and the lectures 
dedicated to the related topics of modular programming, multi-dimensional arrays, 
and pointers. Since the problem could lie either in the third stage of the course or 
in the third stage of the GCL, we did another experiment with an object-oriented 
programming course (with the participation of 170 students). The course's 
curriculum differed, but the GCL approach remained the same. 
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Figure 8 
Tracking student scores during one assignment period 

The results of the student progress in the assignment period are shown in Fig. 8. 
Almost 24% of students engaged in this experiment was unsuccessful (reaching a 
score below 8). On the contrary, the mean score of successful students was 10.99 
out of 13. This indicates that students are receptive to the education process and 
improve gradually throughout the term. Due to this, we can consider GCL as a 
factor contributing to knowledge increase. 

4.3 Students' Opinions 

The last metric focused on the students. Incorporation student feedback into 
course design is essential for continuous improvement. Reflecting approach in 
[29], we regularly gather and analyze student feedback. The aim is to collect the 
students' opinions, reflecting their satisfaction and any suggestions for further 
course improvements. In particular, we found two opinions to be relevant: 

• I think I understand procedural programming concepts, 
• Karel helped me understand basic programming concepts. 
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Figure 9 
Measurement of students' personal opinion 

The chart depicted in Fig. 9 shows that Karel significantly contributed to 
mastering procedural programming. 

According to [3], student satisfaction is influenced by several factors. This is why 
we are interested in their personal opinion. Here are some examples of the most 
typical opinions: 

• Describe your experience with Karel: 

o I like that it visualized things, which got me into programming 
(2010); 

o It clarified some issues I previously didn't understand (2016); 

o Finally, I saw theory in practice, and it was fun because it was a 
game (2020); 

• Explain your first experience with this course: 

o It was my first game (answer provided by many respondents); 

o I have always wanted to create my own computer game, and I 
plan to add my elements, including shooting or special beepers 
(2012); 

o I like this form of learning; I was looking forward to every new 
week (2015); 

o I like the tutorials describing various issues and their solutions 
(2019). 
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4.4 Threats to Validity 

All achieved results might be distorted by possible threats, which are challenging 
to eliminate. In our study, we identified four key threats: External web visitors, 
inconsistent commit behavior, off-platform discussions, and student dropout. We 
explain them closely in the following section. 

Since the course web is public, it is likely that the session counts also include 
random visitors. So, we combined the first measurement with tracking both 
commits and the discussion entries. 

The commit rates could be higher if all students gradually committed their 
solutions. A few students tended to commit their solutions only once, upon 
finishing the assignment, even if they were active almost daily. This was caused 
by the lack of experience using the version control system. Better support in using 
these tools could eliminate the problem. 

Discussion rates could also be higher. This is caused by the fact that students often 
lead discussions beyond the course environment using social media. Even though 
the first threat might cause the student engagement figures to be lower than 
reported, the other two might have the opposite effect. 

The statistical decrease in student headcount during the term, common in 
environments with large student populations, can distort the overall results of 
student score tracking. More sensitivity to realistic input measurement techniques 
could yield a more accurate result. 

5 Integrating Bloom's Taxonomy 

When classifying educational objectives, we concentrated on the cognitive process 
instead of knowledge [30]. We believe our work contributes to the achievement of 
the cognitive objective, the higher application, aligned with the statement above 
that In computing, we might hypothesize that learning objectives are what we 
might term a higher application. This is why we focused on higher application 
when classifying educational objectives. Fig. 10 shows a revised model for 
computing, incorporating the capstone level of higher application, relying on the 
interpretation categories of Bloom's taxonomy, as stated in [31]. 

The model shows that the third stage of GCL enhances the Remember, 
Understand, Apply, and Analyze levels, which reflects learning elementary 
concepts. Students can identify particular constructs of C in a piece of code, 
recognize the concept code dealing with the subject matter (Remember), translate 
algorithms from one form to another, and explain a concept or an algorithm 
(Understand). They can apply a known process or algorithm to a familiar problem 
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(Apply) and break down a programming task into its components and organize 
them to achieve an overall logic objective (Analyze) [32]. So, students use the 
game to think, though they can still not solve complex tasks. 

The second stage enhances the Analyze, Evaluate, and Create levels, reflecting the 
implementation of a solution to the complex task. Students can break a task down 
and synthesize the components (Apply), determine whether the code meets the

Figure 10 
Integrating Bloom's taxonomy with the Game-Creative Learning approach 

requirements, evaluate its quality and define an appropriate testing strategy 
(Evaluate), and propose new alternative algorithms to solve a complex task 
(Create). Nevertheless, they can still not use complex libraries and software 
technologies flexibly. 

The third stage enhances the role of the higher application on top of the Analyze, 
Evaluate, and Create levels. Every student reaching this level can analyze, design, 
implement, and test software solutions on their own and use advanced software 
libraries, tools, and technologies effectively. Thus, students are moving through 
all levels of Bloom's taxonomy – from learning by playing games to learning by 
creating games. 

Conclusions 

This study describes Game-Creative Learning (GCL) as a unique educational 
approach, combining elements of gamification [15], game-based learning [8], and 
problem-based learning [11]. The proposed hypothesis states that the innovation 
of the educational approach in an academic course increases student knowledge. 
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Additionally, it enhances student engagement, preserving the original content and 
aims of the course. This hypothesis was verified in multiple ways. 

The GCL approach has demonstrated success in enhancing student engagement 
and knowledge acquisition over 15 years, engaging over 10,000 students. By 
progressively guiding students through increasingly complex programming tasks, 
GCL has led to measurable improvements in student performance, with higher 
engagement levels and better retention of programming concepts. 

Formally, the course continuity has improved since the respective topics build on 
each other, and students solve more realistic tasks. In addition, they work in an 
attractive environment from the very first lecture and are motivated by using a 
real-world, industrial programming language. 

Regarding student opinions, particularly among those who are gaming natives, 
questionnaires showed that most students find this approach and the current course 
curriculum motivational. They claim it helped them understand fundamental 
aspects of programming more effectively. Additionally, all measurement results 
have been carefully recorded in charts, confirming the hypothesis. 

Our course has two primary features: The attractive environment and many 
participating students. The way we introduced the innovations in the course is 
supported by most of the literature concerning gamification and game-based 
learning. In contrast with [33], we show that GCL enables low-cost robots (Karel) 
to help students to explore more sophisticated methods instead of turning out to be 
dead ends. Following [4], who shared their message in the 1990s, we believe that 
appropriate changes to first-year courses are the most significant in improving the 
quality of the higher education system. 

The success of GCL in programming education suggests its potential application 
across various disciplines, offering a model for integrating gamification and 
problem-based learning into broader educational contexts. As educators seek to 
adapt to the evolving needs of today’s students, the GCL approach presents a 
compelling case for reimagining traditional curricula to foster deeper learning and 
sustained student interest. 

Similar to the model introduced by [30], when we classified the educational 
objectives and incorporated a higher application of Bloom's taxonomy, as 
interpreted by [31], we focused on the cognitive process, not knowledge. We 
emphasized cognitive aspects by progressively challenging students with more 
complex tasks, fostering their analytical and problem-solving skills [34] as they 
advanced through the course stages. 

We believe we also addressed the following issues regarding the quality of e-
learning, as identified by [13]: 

• E-learning efficiency – combining online guidelines, discussion, and 
automated assessment into a complex learning environment; 
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• Student response – immediate adjustment to particular changes and the 
overall engagement; 

• Importance of support for students – open discussions and detailed task 
instructions; 

• Positive investment return – increased student knowledge and better 
student engagement. 

Educators and institutions are encouraged to embrace the potential of GCL, 
ensuring that future generations of students are not only engaged but also better 
prepared for the challenges of the digital age. 

The development of our approach continues, focused on assessment: Automated 
code functionality assessment vs. code quality evaluation. These issues are 
inspired by the techniques of creating programmer knowledge profiles, as seen in 
[35] and [36]. The aim is to shift from student engagement to education [7] and 
training good programmers [17]. 
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